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**Мета**

Вивчення шаблонів поведінки. Отримання базових навичок з застосування шаблонів Iterator, Mediator та Observer.

**Завдання**

1. Вивчити шаблони поведінки для проектування ПЗ. Знати загальну характеристику шаблонів поведінки та призначення кожного з них.

2. Детально вивчити шаблони поведінки для проектування ПЗ - Iterator, Mediator та Observer. Для кожного з них:

* вивчити Шаблон, його призначення, альтернативні назви, мотивацію, випадки коли його застосування є доцільним та результати такого застосування;
* знати особливості реалізації Шаблону, споріднені шаблони, відомі випадки його застосування в програмних додатках;
* вільно володіти структурою Шаблону, призначенням його класів та відносинами між ними;
* вміти розпізнавати Шаблон в UML діаграмі класів та будувати сирцеві коди Java-класів, що реалізують шаблон.

3. В підготованому проекті (ЛР1) створити програмний пакет com.lab111.labwork5. В пакеті розробити інтерфейси і класи, що реалізують завдання (згідно варіанту) з застосуванням одного чи декількох шаблонів (п.2). В розроблюваних класах повністю реалізувати методи, пов'язані з функціюванням Шаблону. Методи, що реалізують бізнес-логіку закрити заглушками з виводом на консоль інформації про викликаний метод та його аргументи. Приклад реалізації бізнес-методу:

void draw(int x, int y){

System.out.println(“Метод draw з параметрами x=”+x+” y=”+y);

}

4. За допомогою автоматизованих засобів виконати повне документування розроблених класів (також методів і полів), при цьому документація має в достатній мірі висвітлювати роль певного класу в загальній структурі Шаблону та особливості конкретної реалізації.

**Варіант**

6. Визначити специфікації класів для подання реляційної таблиці та обмеження зовнішнього ключа з можливістю його перевірки під час зміни значень полів. Забезпечити слабку зв'язаність елементів.

![A description...](data:image/png;base64,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)

**Код**

package com.lab111.labwork5;  
  
*/\*\*  
 \* Chained filter with 'AND' type condition: returns true only if all filters  
 \* in the chain also returns true.  
 \*  
 \** ***@author*** *Maksym Dudka  
 \*/*public class ChainedAndRecordFilter extends ChainedRecordFilter {  
  
 public ChainedAndRecordFilter() {  
 super();  
 }  
  
 public ChainedAndRecordFilter(RecordFilter filters[]) {  
 super(filters);  
 }  
  
 @Override  
 public boolean match(Record record) {  
 for (RecordFilter filter : filters) {  
 if (!filter.match(record))  
 return false;  
 }  
 return true;  
 }  
  
}

package com.lab111.labwork5;  
  
  
import java.util.LinkedList;  
  
*/\*\*  
 \* Abstract base class for chained filters.  
 \*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public abstract class ChainedRecordFilter implements RecordFilter {  
  
 protected LinkedList<RecordFilter> filters;  
  
 public ChainedRecordFilter() {  
 filters = new LinkedList<RecordFilter>();  
 }  
  
 public ChainedRecordFilter(RecordFilter filters[]) {  
 this();  
 for (int i=0; i<filters.length; i++) {  
 this.filters.add(filters[i]);  
 }  
 }  
  
 public void addFilter(RecordFilter filter) {  
 filters.add(filter);  
 }  
  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public class FieldEqFilter extends FieldFilter {  
  
 public FieldEqFilter(String fieldName, Object value) {  
 super(fieldName, value);  
 }  
  
 @Override  
 public boolean match(Record record) {  
 return record.getFieldValue(fieldName).equals(value);  
 }  
  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public abstract class FieldFilter implements RecordFilter {  
  
 protected String fieldName;  
  
 protected Object value;  
  
 public FieldFilter(String fieldName, Object value) {  
 this.fieldName = fieldName;  
 this.value = value;  
 }  
  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public class FieldInfo {  
  
 public enum FieldType {  
 *TYPE\_INTEGER*,  
 *TYPE\_LONG*,  
 *TYPE\_STRING*,  
 *TYPE\_BOOLEAN* }  
  
 private String name;  
  
 private FieldType type;  
  
 int order;  
  
 public FieldInfo(String name, FieldType type) {  
 this.name = name;  
 this.type = type;  
 }  
  
 public FieldInfo(FieldInfo info, int order) {  
 this.name = info.getName();  
 this.type = info.getType();  
 this.order = order;  
 }  
  
 */\*\*  
 \** ***@return*** *field name  
 \*/* public String getName() {  
 return name;  
 }  
  
 */\*\*  
 \** ***@param*** *name new field name  
 \*/* public void setName(String name) {  
 this.name = name;  
 }  
  
 */\*\*  
 \** ***@return*** *field type  
 \*/* public FieldType getType() {  
 return type;  
 }  
  
 */\*\*  
 \** ***@param*** *type new field type  
 \*/* public void setType(FieldType type) {  
 this.type = type;  
 }  
  
 */\*\*  
 \** ***@return*** *field order in the table or record set row  
 \*/* public int getOrder() {  
 return order;  
 }  
  
 */\*\*  
 \** ***@param*** *order field order to set  
 \*/* public void setOrder(int order) {  
 this.order = order;  
 }  
  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \* Interface that allows a table to notify an observer object about records  
 \* changes.  
 \*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public interface FieldSetObservable {  
  
 */\*\*  
 \* Adds an observer  
 \** ***@param*** *observer  
 \*/* public void addObserver(FieldSetObserver observer);  
  
 */\*\*  
 \* Removes an observer  
 \** ***@param*** *observer  
 \*/* public void removeObserver(FieldSetObserver observer);  
  
}

package com.lab111.labwork5;  
  
import java.util.Objects;  
  
public class Lab5 {  
  
 static RelationalTableImpl *relationalTable* = new RelationalTableImpl();  
 static Object[] *object*;  
 static FieldSetObserver *fieldSetObserver* = new FieldSetObserver() {  
 @Override  
 public FieldInfo[] getFields() {  
 System.*out*.println("FieldInfo[0] = something...");  
 return new FieldInfo[0];  
 }  
  
 @Override  
 public void deleted(Object[] values) {  
 System.*out*.println("FieldInfo[0] was deleted");  
 }  
  
 @Override  
 public void updated(String[] fields, Object[] oldValues, Object[] newValues) {  
 System.*out*.println("Updated fields info...");  
 }  
 };  
 public static void main(String[] args)  
 {  
 *relationalTable*.addObserver(*fieldSetObserver*);  
 *fieldSetObserver*.getFields();  
 *fieldSetObserver*.deleted(*object*);  
 *fieldSetObserver*.updated(new String[0], *object*, *object*);  
 }  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public interface Record {  
  
 Object getFieldValue(String field);  
  
 Object getFieldValue(int index);  
  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public interface RecordFilter {  
  
 public boolean match(Record record);  
  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*import java.util.HashMap;  
import java.util.Map;  
  
public class RecordImpl implements Record {  
  
 private Map<String, Integer> nameToIndex;  
 private Object values[];  
  
 public RecordImpl(String fields[]) {  
 this.nameToIndex = new HashMap<String, Integer>();  
 for (int i=0; i<fields.length; i++) {  
 nameToIndex.put(fields[i], new Integer(i));  
 }  
 }  
  
 public RecordImpl(Map<String, Integer> nameToIndex) {  
 this.nameToIndex = nameToIndex;  
 }  
  
 @Override  
 public Object getFieldValue(String field) {  
 Integer index = nameToIndex.get(field);  
 if (index == null)  
 return null;  
 return values[index];  
 }  
  
 @Override  
 public Object getFieldValue(int index) {  
 if (index < 0 || index >= values.length)  
 throw new IndexOutOfBoundsException();  
 return values[index];  
 }  
  
 */\*\*  
 \* Sets values for current row.  
 \* Note the 'default' (aka 'package') visibility: this is not a public method  
 \** ***@param*** *values  
 \*/* void setValues(Object values[]) {  
 this.values = values;  
 }  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \* Interface to record set returned by query to table(s).  
 \* Utilizes 'iterator' pattern for access to particular records.  
 \*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public interface RecordSet {  
  
 */\*\*  
 \* Returns information about fields set in contained records  
 \** ***@return*** *\*/* public FieldInfo [] getFields();  
  
 */\*\*  
 \** ***@return*** *true if there is next record to retrieve  
 \*/* public boolean hasNext();  
  
 */\*\*  
 \** ***@return*** *next record in record set  
 \*/* public Record next();  
  
 */\*\*  
 \** ***@return*** *true if there is previous record to retrieve  
 \*/* public boolean hasPrev();  
  
 */\*\*  
 \** ***@return*** *previous record in record set  
 \*/* public Record prev();  
  
 */\*\*  
 \* Places an iterator to a first record  
 \*/* public void first();  
  
 */\*\*  
 \* Places an iterator to a last record  
 \*/* public void last();  
  
 */\*\*  
 \** ***@return*** *number of records in record set  
 \*/* public int size();  
  
 */\*\*  
 \* Places an iterator to a record at given index  
 \** ***@param*** *recNumber index of record to point to  
 \** ***@throws*** *IndexOutOfBoundsException when index is negative or greater than number of records  
 \*/* public void seek(int recNumber) throws IndexOutOfBoundsException;  
  
 */\*\*  
 \* Closes the record set reclaiming all associated resources  
 \*/* public void close();  
  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*import java.util.HashMap;  
import java.util.Map;  
  
public class RecordSetImpl implements RecordSet {  
 private FieldInfo fields[];  
 private Object data[][];  
 private int position;  
 private Map<String, Integer> nameToIndex;  
  
 public RecordSetImpl(FieldInfo fields[], Object data[][]) {  
 this.fields = fields;  
 this.data = data;  
 position = 0;  
 nameToIndex = new HashMap<String, Integer>();  
 for (int i=0; i<fields.length; i++) {  
 nameToIndex.put(fields[i].getName(), new Integer(i));  
 }  
 }  
  
 @Override  
 public FieldInfo[] getFields() {  
 return fields;  
 }  
  
 @Override  
 public boolean hasNext() {  
 return position >=0 && position < data.length;  
 }  
  
 @Override  
 public Record next() {  
 if (position < 0 || position >= data.length)  
 return null;  
 RecordImpl rec = new RecordImpl(nameToIndex);  
 rec.setValues(data[position]);  
 position++;  
 return rec;  
 }  
  
 @Override  
 public boolean hasPrev() {  
 return position > 0 && position <= data.length;  
 }  
  
 @Override  
 public Record prev() {  
 if (position <= 0 || position > data.length)  
 return null;  
 RecordImpl rec = new RecordImpl(nameToIndex);  
 position--;  
 rec.setValues(data[position]);  
 return rec;  
 }  
  
 @Override  
 public void first() {  
 position = 0;  
 }  
  
 @Override  
 public void last() {  
 position = data.length;  
 }  
  
 @Override  
 public int size() {  
 return data.length;  
 }  
  
 @Override  
 public void seek(int recNumber) throws IndexOutOfBoundsException {  
 if (recNumber < 0 || recNumber > data.length)  
 throw new IndexOutOfBoundsException();  
 position = recNumber;  
 }  
  
 @Override  
 public void close() {  
 data = null;  
 nameToIndex = null;  
 fields = null;  
 }  
  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public interface RelationalTable extends Table, FieldSetObservable {  
  
 public void setRelation(RelationalTable src, FieldInfo relative[], FieldInfo primary[]);  
  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public class RelationalTableFactory {  
  
 public static RelationalTable createRelationalTable(FieldInfo fields[]) {  
 RelationalTable table = new RelationalTableImpl();  
 table.setFields(fields);  
 return table;  
 }  
  
}

package com.lab111.labwork5;  
  
import java.util.Arrays;  
import java.util.HashMap;  
import java.util.LinkedList;  
import java.util.List;  
import java.util.Map;  
  
class RelationalTableImpl implements RelationalTable {  
  
 protected FieldInfo fields[];  
 protected String fieldNames[];  
 protected FieldInfo primaryKey;  
 private Map<String, Integer> nameToIndex;  
 private Object data[][];  
 private int rowsCount;  
  
 protected List<FieldSetObserver> observers;  
 // protected Map<String, List<FieldSetObserver>> fieldObservers;  
  
 protected List<FieldSetObserver> relations;  
  
 /\*  
 \* Internal class for simplifying observer notifications on update  
 \*/  
 private class ObserverUpdate {  
 public FieldSetObserver observer;  
 public String fields[];  
 public Object values[];  
 }  
  
 public RelationalTableImpl() {  
 nameToIndex = new HashMap<String, Integer>();  
 // fieldObservers = new HashMap<String, List<FieldSetObserver>>();  
 observers = new LinkedList<FieldSetObserver>();  
 relations = new LinkedList<FieldSetObserver>();  
 rowsCount = 0;  
 }  
  
 @Override  
 public FieldInfo[] getFileds() {  
 return fields;  
 }  
  
 @Override  
 public String[] getFieldNames() {  
 return fieldNames;  
 }  
  
 @Override  
 public void setFields(FieldInfo[] fields) {  
 if (this.fields != null)  
 throw new UnsupportedOperationException();  
 this.fields = fields;  
 fieldNames = new String[fields.length];  
 for (int i = 0; i < fields.length; i++) {  
 fieldNames[i] = fields[i].getName();  
 nameToIndex.put(fieldNames[i], new Integer(i));  
 }  
 data = new Object[64][fields.length];  
 }  
  
 @Override  
 public void setPrimaryKey(FieldInfo[] fields) {  
 // *TODO Auto-generated method stub* }  
  
 @Override  
 public FieldInfo[] getPrimaryKeyFields() {  
 // *TODO Auto-generated method stub* return null;  
 }  
  
 @Override  
 public void insert(String[] fields, Object[] values) {  
 if (data.length == rowsCount)  
 growRecordsArray();  
 for (int i = 0; i < fields.length; i++) {  
 data[rowsCount][nameToIndex.get(fields[i])] = values[i];  
 }  
 rowsCount++;  
 }  
  
 private void growRecordsArray() {  
 int length = data.length \* 2;  
 Object newData[][] = new Object[length][fields.length];  
 for (int i = 0; i < rowsCount; i++) {  
 for (int j = 0; j < fields.length; j++) {  
 newData[i][j] = data[i][j];  
 data[i][j] = null;  
 }  
 }  
 data = newData;  
 }  
  
 @Override  
 public void update(String[] fields, Object[] values, RecordFilter filter) {  
 if (rowsCount == 0)  
 return;  
 List<ObserverUpdate> ous = getObserversUpdate(fields);  
 RecordImpl rec = new RecordImpl(nameToIndex);  
 for (int i = 0; i < rowsCount; i++) {  
 rec.setValues(data[i]);  
 if (filter.match(rec)) { // record will be updated  
 for (ObserverUpdate ou : ous) { // save old values for observers  
 ou.values = getFieldsValues(ou.fields, data[i]);  
 }  
 for (int j = 0; j < fields.length; j++) { // update record  
 data[i][nameToIndex.get(fields[j])] = values[j];  
 }  
 for (ObserverUpdate ou : ous) { // notify observers  
 ou.observer.updated(ou.fields, ou.values, getFieldsValues(ou.fields, data[i]));  
 }  
 }  
 }  
 }  
  
 */\*\*  
 \* Builds list of ObserverUpdate objects that will be notified during  
 \* given fields update.  
 \*  
 \** ***@param*** *fieldsToUpdate  
 \** ***@return*** *\*/* private List<ObserverUpdate> getObserversUpdate(String[] fieldsToUpdate) {  
 List<ObserverUpdate> result = new LinkedList<RelationalTableImpl.ObserverUpdate>();  
 List<String> fieldsList = Arrays.*asList*(fieldsToUpdate);  
 List<String> observedFields = new LinkedList<String>();  
 for (FieldSetObserver observer : observers) {  
 FieldInfo oFields[] = observer.getFields();  
 for (int i = 0; i < oFields.length; i++) {  
 if (fieldsList.contains(oFields[i].getName())) {  
 observedFields.add(oFields[i].getName());  
 }  
 }  
 if (!observedFields.isEmpty()) {  
 ObserverUpdate ou = new ObserverUpdate();  
 ou.observer = observer;  
 ou.fields = observedFields.toArray(new String[]{});  
 ou.values = null;  
 result.add(ou);  
 }  
 }  
 return result;  
 }  
  
 @Override  
 public void delete(RecordFilter filter) {  
 RecordImpl record = new RecordImpl(nameToIndex);  
 for (int i = 0; i < rowsCount; ) {  
 record.setValues(data[i]);  
 if (filter.match(record)) {  
 for (FieldSetObserver observer : observers) {  
 Object values[] = getFieldsValues(observer.getFields(), data[i]);  
 observer.deleted(values);  
 }  
 for (int j = i; j < rowsCount - 1; j++) {  
 for (int k = 0; k < fields.length; k++) {  
 data[j][k] = data[j + 1][k];  
 }  
 }  
 rowsCount--;  
 for (int j = 0; j < fields.length; j++) {  
 data[rowsCount][j] = null;  
 }  
 } else {  
 i++;  
 }  
 }  
 }  
  
 @Override  
 public void delete(String[] fields, Object[] values) {  
 ChainedRecordFilter filter = new ChainedAndRecordFilter();  
 for (int i = 0; i < fields.length; i++) {  
 filter.addFilter(new FieldEqFilter(fields[i], values[i]));  
 }  
 delete(filter);  
 }  
  
 @Override  
 public RecordSet select(String[] fields, RecordFilter filter) {  
 List<Object[]> records = new LinkedList<Object[]>();  
 RecordImpl rec = new RecordImpl(nameToIndex);  
 for (int i = 0; i < rowsCount; i++) {  
 rec.setValues(data[i]);  
 if (filter == null || filter.match(rec)) {  
 records.add(getFieldsValues(fields, data[i]));  
 }  
 }  
 FieldInfo resultFields[] = new FieldInfo[fields.length];  
 for (int i = 0; i < resultFields.length; i++) {  
 resultFields[i] = new FieldInfo(this.fields[nameToIndex.get(fields[i])], i);  
 }  
 RecordSetImpl result = new RecordSetImpl(resultFields, records.toArray(new Object[][]{}));  
 return result;  
 }  
  
 @Override  
 public void addObserver(FieldSetObserver observer) {  
 observers.add(observer);  
 }  
  
 @Override  
 public void removeObserver(FieldSetObserver observer) {  
 observers.remove(observer);  
 }  
  
 @Override  
 public void setRelation(RelationalTable src, FieldInfo[] relative,  
 FieldInfo[] primary) {  
 FieldSetObserver observer = new TableRelationImpl(this, relative, src, primary);  
 relations.add(observer);  
 }  
  
 protected Object[] getFieldsValues(FieldInfo fields[], Object row[]) {  
 Object values[] = new Object[fields.length];  
 for (int i = 0; i < fields.length; i++) {  
 values[i] = row[nameToIndex.get(fields[i].getName())];  
 }  
 return values;  
 }  
  
 protected Object[] getFieldsValues(String fields[], Object row[]) {  
 Object values[] = new Object[fields.length];  
 int index;  
 for (int i = 0; i < fields.length; i++) {  
 index = nameToIndex.get(fields[i]);  
 values[i] = row[index];  
 }  
 return values;  
 }  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public interface RelationChecker {  
  
 public boolean isRecordValid(Object values[]);  
}

package com.lab111.labwork5;  
  
*/\*\*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public interface Table {  
  
 public FieldInfo [] getFileds();  
  
 public String [] getFieldNames();  
  
 public void setFields(FieldInfo fields[]);  
  
 public void setPrimaryKey(FieldInfo fields[]);  
  
 public FieldInfo [] getPrimaryKeyFields();  
  
 public void insert(String fields[], Object values[]);  
  
 public void update(String fields[], Object values[], RecordFilter filter);  
  
 public void delete(RecordFilter filter);  
  
 public void delete(String [] fields, Object [] values);  
  
 public RecordSet select(String [] fields, RecordFilter filter);  
  
}

package com.lab111.labwork5;  
  
import java.util.HashMap;  
import java.util.Map;  
  
*/\*\*  
 \* Class that implements tables relation on some field sets.  
 \* It uses an 'observer' pattern to get notified of events on primary  
 \* table. Also, it serves as 'mediator' cause it implements business logic  
 \* of these events processing by propagating changes to related table.  
 \*  
 \** ***@author*** *Maxym Dudka  
 \** ***@version*** *1.0  
 \*/*public class TableRelationImpl implements FieldSetObserver {  
  
 private RelationalTable target;  
  
 @SuppressWarnings("unused")  
 private FieldInfo targetFields[];  
  
 private String targetFieldNames[];  
  
 private RelationalTable source;  
  
 private FieldInfo srcFields[];  
  
 private Map<String, String> fieldMap;  
  
 */\*\*  
 \* Default constructor, disabled by making it private  
 \*/* @SuppressWarnings("unused")  
 private TableRelationImpl() {}  
  
 */\*\*  
 \* Constructor that accepts all necessary relation data.  
 \* Note that type matching checks was skipped for simplicity reason.  
 \** ***@param*** *target related table  
 \** ***@param*** *targetFields fields in related table that takes part in relation  
 \** ***@param*** *src primary table  
 \** ***@param*** *srcFields fields in primary table that takes part in relation  
 \*/* public TableRelationImpl(RelationalTable target, FieldInfo targetFields[], RelationalTable src, FieldInfo srcFields[]) {  
 targetFieldNames = new String[targetFields.length];  
 fieldMap = new HashMap<String, String>();  
 for (int i=0; i<targetFields.length; i++) {  
 targetFieldNames[i] = targetFields[i].getName();  
 fieldMap.put(srcFields[i].getName(), targetFieldNames[i]);  
 }  
 this.targetFields = targetFields;  
 this.srcFields = srcFields;  
 this.target = target;  
 this.source = src;  
 source.addObserver(this);  
 }  
  
 @Override  
 public FieldInfo[] getFields() {  
 return srcFields;  
 }  
  
 @Override  
 public void deleted(Object[] values) {  
 // build filter for records to be deleted  
 RecordFilter filter = buildRecordFilter(targetFieldNames, values);  
 // Fire deletion  
 target.delete(filter);  
 }  
  
 @Override  
 public void updated(String fields[], Object[] oldValues, Object[] newValues) {  
 // build filter for records needs updating  
 String targetFields[] = new String[fields.length];  
 for (int i=0; i<fields.length; i++)  
 targetFields[i] = fieldMap.get(fields[i]);  
 RecordFilter filter = buildRecordFilter(targetFields, oldValues);  
 // update them  
 target.update(targetFieldNames, newValues, filter);  
 }  
  
 */\*\*  
 \* Builds record filter matching all records with given values of known  
 \* fields in related table.  
 \** ***@param*** *values array of field values  
 \** ***@return*** *\*/* private RecordFilter buildRecordFilter(String fields[], Object values[]) {  
 if (fields.length == 1)  
 return new FieldEqFilter(fields[0], values[0]);  
 ChainedRecordFilter filter = new ChainedAndRecordFilter();  
 for (int i=0; i<fields.length; i++) {  
 RecordFilter fieldFilter = new FieldEqFilter(fields[i], values[i]);  
 filter.addFilter(fieldFilter);  
 }  
 return filter;  
 }  
}

**Висновок**

Було ознайомлено із шаблонами поведінки Iterator, Mediator та Observer. Отримано навички із застосування шаблонів. Була розроблена відповідна тестова програма. Результати успішної роботи тестової програми наведені вище підтверджують правильність обраних рішень.